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**ГРАММАТИКА**

GOAL → SECTION

SECTION → DECLARATION IMPLEMENTATION

DECLARATION → var\_term VAR\_DECL\_INSTR ; VAR\_DECLARATION

VAR\_DECLARATION → VAR\_DECL\_INSTR ; VAR\_DECLARATION

→ E

VAR\_DECL\_INSTR → id ID\_DECL : type\_term

ID\_DECL → , id ID\_DECL

→ E

IMPLEMENTATION → begin\_term LIST\_INSTRUCTION end\_term .

LIST\_INSTRUCTION → ASSIGNMENT\_INSTRUCTION ; LIST\_INSTRUCTION

→ READ\_INSTR ; LIST\_INSTRUCTION

→ WRITE\_INSTR ; LIST\_INSTRUCTION

→ BRANCH\_INSTR ; LIST\_INSTRUCTION

→ E

ASSIGNMENT\_INSTRUCTION → id := EXPR

EXPR → TERM EXPR1

EXPR1 → + TERM EXPR1

→ - TERM EXPR1

→ E

TERM → FACTOR TERM1

TERM1 → \* FACTOR TERM1

→ / FACTOR TERM1

→ div FACTOR TERM1

→ mod FACTOR TERM1

→ E

FACTOR → ( EXPR )

→ round\_term ( EXPR )

→ num

→ realnum

→ id

READ\_INSTR → read\_term ( id )

WRITE\_INSTR → write\_term ( id )

→ write\_term ( “ string\_term “ )

→ write\_term ( “ id “ )

BRANCH\_INSTR → if\_term CONDITION CONSEQUENCE

CONDITION → BOOLEXPR CONDITION1

→ EXPR BOOLOP EXPR

CONDITION1 → or\_term BOOLEXPR CONDITION1

→ E

BOOLEXPR → BOOLTERM BOOLEXPR1

BOOLEXPR1 → and\_term BOOLTERM BOOLEXPR1

→ E

BOOLTERM → ( CONDITION )

→ ( EXPR BOOLOP EXPR )

BOOLOP → =

→ <

→ >

→ boolop\_term

CONSEQUENCE → then\_term CONSEQUENCE1 ELSE

CONSEQUENCE1 → ASSIGNMENT\_INSTRUCTION

→ READ\_INSTR

→ WRITE\_INSTR

→ BRANCH\_INSTR

→ begin LIST\_INSTRUCTION end

ELSE → else\_term CONSEQUENCE1

→ E

Листинг программы:

function TForm1.decloration: boolean;

begin

if token = var\_term

then

begin

token:=yylex;

if var\_decl\_instr and (token = ord(';'))

then

begin

token:=yylex;

result := var\_decloration

end

else result := false;

end

else result := false;

end;

function TForm1.var\_decloration: boolean;

var res: boolean;

begin

case token of

id:

begin

if var\_decl\_instr and (token = ord(';'))

then

begin

token:=yylex;

result := var\_decloration();

end

else result := false;

end;

else result := true; //Эпсилон (var\_decloration -> E)

end;

end;

function TForm1.var\_decl\_instr: boolean;

begin

if token = id then

begin

token := yylex;

if id\_decl then

begin

if token = ord(':') then

begin

token:=yylex;

if token = type\_term then

begin

token := yylex;

result := true;

end

else result := false;

end

else result := false;

end

else result := false;

end

else result := false;

end;

function TForm1.id\_decl:boolean;

begin

if token = ord(',') then

begin

token := yylex;

if token = id then

begin

token := yylex;

result := id\_decl();

end

else result := false;

end

else result:=true; //Эпсилон (id\_decl -> E)

end;

function TForm1.assigment\_inctruction: boolean;

begin

if (yylex = ord(':')) and (yylex = ord('=')) //!!!! заменить : и = на оператор :=

then

begin

token:=yylex;

result:=expr();

end

else result:=false;

end;

function TForm1.expr: boolean;

begin

if term and expr1

then result:=true

else result:=false;

end;

function TForm1.expr1: boolean;

begin

case token of

ord('+'):begin

token:=yylex;

if term and expr1()

then result:=true

else result:=false;

end;

ord('-'):begin

token:=yylex;

if term and expr1()

then result:=true

else result:=false;

end;

else result:=true; //Эпсилон (expr1 -> E)

end;

end;

function TForm1.term: boolean;

begin

if factor and term1

then result:=true

else result:=false;

end;

function TForm1.term1: boolean;

begin

case token of

ord('\*'):begin

token:=yylex;

if factor and term1()

then result:=true

else result:=false;

end;

ord('/'):begin

token:=yylex;

if factor and term1()

then result:=true

else result:=false;

end;

div\_term:begin

token:=yylex;

if factor and term1()

then result:=true

else result:=false;

end;

mod\_term:begin

token:=yylex;

if factor and term1()

then result:=true

else result:=false;

end;

else result:=true; //Эпсилон (term1 -> E)

end;

end;

function TForm1.factor: boolean;

begin

case token of

num:begin

result:=true

end;

dec:begin

result:=true

end;

id:begin

result:=true

end;

round\_term:begin

if (yylex = ord('('))

then

begin

token:=yylex;

result:=expr and (token = ord(')'))

end

else result:=false;

end;

ord('('):begin

token:=yylex;

result := expr() and (token = ord(')'));

end;

else result:=false;

end;

token:=yylex;

end;

=====================================================================

function TForm1.branch\_inctruction: boolean;

begin

token:=yylex;

if condition and consequence

then result := true

else result := false;

end;

function TForm1.condition: boolean;

begin

if (token = ord('('))

then

begin

result := boolexpr and condition1;

end

else

begin

result := expr and boolop and expr;

end;

end;

function TForm1.condition1: boolean;

begin

if (token = or\_term) then

begin

token:=yylex;

if boolexpr and condition1

then result := true

else result := false

end

else result := true; //Эпсилон (condition1 -> E)

end;

function TForm1.boolexpr: boolean;

begin

if boolterm and boolexpr1

then result := true

else result := false

end;

function TForm1.boolexpr1: boolean;

begin

if (token = and\_term) then

begin

token:=yylex;

if boolterm and boolexpr1

then result := true

else result := false

end

else result := true; //Эпсилон (boolexpr1 -> E)

end;

function TForm1.boolterm: boolean;

begin

if (token = ord('('))

then

begin

token:=yylex;

if (token = ord('(')) then

begin

result := condition;

end

else result := expr and boolop and expr and (token = ord(')'));

token:=yylex;

end

else result:=false;

end;

function TForm1.boolop: boolean;

begin

case token of

ord('='):begin

result:=true

end;

ord('<'):begin

result:=true

end;

ord('>'):begin

result:=true

end;

boolop\_term:begin

result:=true

end;

else result:=false;

end;

token:=yylex;

end;

function TForm1.consequence: boolean;

begin

if token = then\_term then

begin

token:=yylex;

result:=consequence1 and elsecons;

end

else result:=false;

end;

function TForm1.consequence1: boolean;

begin

case token of

id:begin

result:=assigment\_inctruction;

end;

read\_term:begin

result:=read\_inctruction;

end;

write\_term:begin

result:=write\_inctruction;

end;

if\_term:begin

result:=branch\_inctruction;

end;

begin\_term:begin

if list\_inctruction and (token=end\_term)

then

begin

token:=yylex;

result:=true;

end

else result:=false;

end;

else result := false;

end;

end;

function TForm1.elsecons: boolean;

begin

if token = else\_term then

begin

token:=yylex;

result:=consequence1;

end

else result:=true; //Эпсилон (elsecons -> E)

end;